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Bài Tập Ngăn Xếp Và Hàng Đợi

**BÀI TẬP THỰC HÀNH**

**Bài 1. Ngăn xếp số nguyên**

(a) Cài đặt CTDL StackInt và LinkedStackInt dùng để chứa các số nguyên, trong đó:

• Sử dụng mảng (StackInt) và danh sách liên kết (LinkedStackInt)

• Cài đặt các thao tác: InitStack, IsEmpty, IsFull, PopStack, PushStack, PeekStack, Clear

(b) Ứng dụng ngăn xếp để đảo số,

(c) Ứng dụng ngăn xếp để kiểm tra xâu đối xứng (mở rộng sang StackString),

(d) Ứng dụng ngăn xếp để đổi từ số thập phân sang nhị phân,

(e) Nhập một biểu thức từ bàn phím, hãy chuyển sang dạng hậu tố và tính giá trị biểu thức.

**- StackInt**

CODE

#include <iostream>

#include <stack>

#include <string>

using namespace std;

typedef struct {

int top; // dinh ngan xep

int count; // so phan tu

int size; // kich thuoc toi da

int\* arr; // chua du lieu

} Stack;

void Init(Stack& s, int size) {

s.top = -1;

s.count = 0;

s.size = size;

s.arr = new int[s.size];

}

void Delete(Stack& s) {

s.top = -1;

s.count = 0;

s.size = 0;

delete[] s.arr;

}

bool IsEmpty(Stack& s) {

return s.top == -1;

}

bool IsFull(Stack& s) {

return s.top == s.size - 1;

}

void Push(Stack& s, int x) {

if (IsFull(s)) {

cout << "Stack bi tran (stack overflow)" << endl;

return;

}

s.arr[++s.top] = x;

s.count++;

}

int Pop(Stack& s) {

if (IsEmpty(s)) {

cout << "Stack rong!" << endl;

return -1;

}

int x = s.arr[s.top--];

s.count--;

return x;

}

int PeekStack(Stack& s) {

if (IsEmpty(s)) return -1;

return s.arr[s.top];

}

void Clear(Stack& s) {

s.top = -1;

s.count = 0;

}

// (b) Dao so nguyen

int DaoSo(int so) {

bool isNegative = so < 0;

if (isNegative) so = -so; // Lam viec voi gia tri tuyet doi

Stack nganXep;

Init(nganXep, 10);

while (so > 0) {

Push(nganXep, so % 10);

so /= 10;

}

int soDao = 0, heSo = 1;

while (!IsEmpty(nganXep)) {

soDao += Pop(nganXep) \* heSo;

heSo \*= 10;

}

Delete(nganXep);

return isNegative ? -soDao : soDao; // Neu la so am, them lai dau "-"

}

// (c) Kiem tra xau doi xung

bool KiemTraDoiXung(string xau) {

Stack nganXep;

Init(nganXep, xau.length());

for (char c : xau) Push(nganXep, c);

for (char c : xau) {

if (c != Pop(nganXep)) {

Delete(nganXep);

return false;

}

}

Delete(nganXep);

return true;

}

// (d) Chuyen doi so thap phan sang nhi phan

string ThapPhanSangNhiPhan(int so) {

Stack nganXep;

Init(nganXep, 32);

while (so > 0) {

Push(nganXep, so % 2);

so /= 2;

}

string nhiPhan = "";

while (!IsEmpty(nganXep)) {

nhiPhan += to\_string(Pop(nganXep));

}

Delete(nganXep);

return nhiPhan;

}

int main() {

Stack s;

Init(s, 5);

cout << "Dao so -12345: " << DaoSo(-12345) << endl;

cout << "Dao so 67890: " << DaoSo(67890) << endl;

cout << "Dao so 0: " << DaoSo(0) << endl;

cout << "Kiem tra xau 'madam' co doi xung: ";

if (KiemTraDoiXung("madam")) cout << "Co" << endl;

else cout << "Khong" << endl;

cout << "Kiem tra xau 'hello' co doi xung: ";

if (KiemTraDoiXung("hello")) cout << "Co" << endl;

else cout << "Khong" << endl;

cout << "So 25 sang nhi phan: " << ThapPhanSangNhiPhan(25) << endl;

Delete(s);

return 0;

}

**- LinkedStackInt**

CODE

#include <iostream>

#include <string>

using namespace std;

struct Node {

int data;

Node\* next;

};

struct LinkedStack {

Node\* top;

int count;

};

void Init(LinkedStack& s) {

s.top = nullptr;

s.count = 0;

}

void Delete(LinkedStack& s) {

while (s.top) {

Node\* temp = s.top;

s.top = s.top->next;

delete temp;

}

s.count = 0;

}

bool IsEmpty(LinkedStack& s) {

return s.top == nullptr;

}

void Push(LinkedStack& s, int x) {

Node\* newNode = new Node{ x, s.top };

s.top = newNode;

s.count++;

}

int Pop(LinkedStack& s) {

if (IsEmpty(s)) {

cout << "Stack rong!" << endl;

return -1;

}

int x = s.top->data;

Node\* temp = s.top;

s.top = s.top->next;

delete temp;

s.count--;

return x;

}

int PeekStack(LinkedStack& s) {

if (IsEmpty(s)) return -1;

return s.top->data;

}

void Clear(LinkedStack& s) {

Delete(s);

}

// (b) Dao so nguyen

int DaoSo(int so) {

bool isNegative = so < 0;

if (isNegative) so = -so;

LinkedStack nganXep;

Init(nganXep);

while (so > 0) {

Push(nganXep, so % 10);

so /= 10;

}

int soDao = 0, heSo = 1;

while (!IsEmpty(nganXep)) {

soDao += Pop(nganXep) \* heSo;

heSo \*= 10;

}

Delete(nganXep);

return isNegative ? -soDao : soDao;

}

// (c) Kiem tra xau doi xung

bool KiemTraDoiXung(string xau) {

LinkedStack nganXep;

Init(nganXep);

for (char c : xau) Push(nganXep, c);

for (char c : xau) {

if (c != Pop(nganXep)) {

Delete(nganXep);

return false;

}

}

Delete(nganXep);

return true;

}

// (d) Chuyen doi so thap phan sang nhi phan

string ThapPhanSangNhiPhan(int so) {

LinkedStack nganXep;

Init(nganXep);

while (so > 0) {

Push(nganXep, so % 2);

so /= 2;

}

string nhiPhan = "";

while (!IsEmpty(nganXep)) {

nhiPhan += to\_string(Pop(nganXep));

}

Delete(nganXep);

return nhiPhan;

}

int main() {

LinkedStack s;

Init(s);

cout << "Dao so -12345: " << DaoSo(-12345) << endl;

cout << "Dao so 67890: " << DaoSo(67890) << endl;

cout << "Dao so 0: " << DaoSo(0) << endl;

cout << "Kiem tra xau 'madam' co doi xung: ";

if (KiemTraDoiXung("madam")) cout << "Co" << endl;

else cout << "Khong" << endl;

cout << "Kiem tra xau 'hello' co doi xung: ";

if (KiemTraDoiXung("hello")) cout << "Co" << endl;

else cout << "Khong" << endl;

cout << "So 25 sang nhi phan: " << ThapPhanSangNhiPhan(25) << endl;

Delete(s);

return 0;

}

Run code
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AI-generated content may be incorrect.](data:image/png;base64,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)

**Bài 2. Hàng đợi số nguyên**

(a) Cài đặt CTDL QueueInt và LinkedQueueInt dùng để chứa các số nguyên, trong đó:

• Sử dụng mảng (StackInt) và danh sách liên kết (LinkedStackInt)

• Cài đặt các thao tác: InitStack, IsEmpty, IsFull, PopStack, PushStack, PeekStack, Clear

(b) Ứng dụng hàng đợi để làm bài toán xếp lịch cặp múa nam/nữ (như trong bài giảng),

(c) Ứng dụng hàng đợi để cài thuật toán RadixSort

- **QueueInt**

CODE

#include <iostream>

#include <vector>

using namespace std;

// Định nghĩa QueueInt (hàng đợi dùng mảng)

struct QueueInt {

int front, rear, count, size;

string\* arr;

// Hàm khởi tạo hàng đợi

void Init(int sz = 100) {

front = rear = -1;

count = 0;

size = sz;

arr = new string[size];

}

// Kiểm tra hàng đợi rỗng

bool IsEmpty() { return count == 0; }

// Kiểm tra hàng đợi đầy

bool IsFull() { return count == size; }

// Thêm phần tử vào hàng đợi

void Enqueue(string value) {

if (IsFull()) return;

if (front == -1) front = 0;

rear = (rear + 1) % size;

arr[rear] = value;

count++;

}

// Lấy phần tử ra khỏi hàng đợi

string Dequeue() {

if (IsEmpty()) return "";

string value = arr[front];

front = (front + 1) % size;

count--;

if (count == 0) front = rear = -1;

return value;

}

// Hiển thị hàng đợi

void Show(string label) {

cout << label << ": ";

for (int i = front, j = 0; j < count; j++, i = (i + 1) % size)

cout << arr[i] << " ";

cout << endl;

}

};

// Xếp lịch cặp múa nam/nữ

void FormLines(QueueInt& male, QueueInt& female) {

string dancers[] = {

"F Trang", "M Truc", "M Thien", "M Bao", "F Thu",

"M Tien", "F Thuy", "M Nghia", "F Thao", "M Phuoc",

"M Hung", "F Vy"

};

int n = 12;

for (int i = 0; i < n; i++) {

if (dancers[i][0] == 'M')

male.Enqueue(dancers[i].substr(2)); // Bỏ "M "

else

female.Enqueue(dancers[i].substr(2)); // Bỏ "F "

}

}

// Ghép cặp vũ công

void StartDancing(QueueInt& male, QueueInt& female) {

cout << "Cac cap dien vien:\n";

int pairs = 4; // Số cặp có thể nhảy đồng thời

for (int i = 0; i < pairs; i++) {

if (!male.IsEmpty() && !female.IsEmpty())

cout << male.Dequeue() << " - " << female.Dequeue() << endl;

else

break;

}

}

// Hiển thị người tiếp theo

void HeadOfLine(QueueInt& male, QueueInt& female) {

if (!male.IsEmpty() && !female.IsEmpty())

cout << "Cap dien vien ke tiep: " << male.arr[male.front] << " - " << female.arr[female.front] << endl;

else if (!male.IsEmpty())

cout << "Dien vien nam ke tiep: " << male.arr[male.front] << endl;

else if (!female.IsEmpty())

cout << "Dien vien nu ke tiep: " << female.arr[female.front] << endl;

}

// Định nghĩa QueueInt cho Radix Sort (hàng đợi số nguyên)

struct RadixQueue {

int front, rear, count, size;

int\* arr;

// Khởi tạo hàng đợi

void Init(int sz = 100) {

front = rear = -1;

count = 0;

size = sz;

arr = new int[size];

}

bool IsEmpty() { return count == 0; }

void Enqueue(int value) {

if (count == size) return;

rear = (rear + 1) % size;

arr[rear] = value;

if (front == -1) front = 0;

count++;

}

int Dequeue() {

if (IsEmpty()) return -1;

int value = arr[front];

front = (front + 1) % size;

count--;

return value;

}

};

// Thuật toán Radix Sort

void RadixSort(vector<int>& arr) {

RadixQueue buckets[10]; // 10 hàng đợi (0-9)

for (int i = 0; i < 10; i++) buckets[i].Init(arr.size());

int maxValue = \*max\_element(arr.begin(), arr.end());

int exp = 1;

while (maxValue / exp > 0) {

for (int num : arr) {

int bucketIndex = (num / exp) % 10;

buckets[bucketIndex].Enqueue(num);

}

int index = 0;

for (int i = 0; i < 10; i++) {

while (!buckets[i].IsEmpty())

arr[index++] = buckets[i].Dequeue();

}

exp \*= 10;

}

}

int main() {

// \*\*Bài toán xếp lịch cặp múa nam/nữ\*\*

cout << "\n=== Bai toan xep lich cap mua nam/nu ===\n";

QueueInt males, females;

males.Init(10);

females.Init(10);

FormLines(males, females);

males.Show("Danh sach dien vien nam");

females.Show("Danh sach dien vien nu");

StartDancing(males, females);

if (!males.IsEmpty() || !females.IsEmpty()) {

HeadOfLine(males, females);

StartDancing(males, females);

}

// \*\*Bài toán Radix Sort\*\*

cout << "\n=== Bai toan Radix Sort ===\n";

vector<int> arr = { 170, 45, 75, 90, 802, 24, 2, 66 };

cout << "Mang truoc khi sap xep: ";

for (int num : arr) cout << num << " ";

cout << endl;

RadixSort(arr);

cout << "Mang sau khi sap xep: ";

for (int num : arr) cout << num << " ";

cout << endl;

return 0;

}

- **LinkedQueueInt**

CODE

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

// Cấu trúc Node cho danh sách liên kết

struct Node {

string data;

Node\* next;

};

// Cấu trúc LinkedQueueInt (hàng đợi sử dụng danh sách liên kết)

struct LinkedQueueInt {

Node\* front;

Node\* rear;

int count;

// Khởi tạo hàng đợi

void Init() {

front = rear = nullptr;

count = 0;

}

// Kiểm tra hàng đợi rỗng

bool IsEmpty() {

return count == 0;

}

// Thêm phần tử vào hàng đợi

void Enqueue(string value) {

Node\* newNode = new Node{ value, nullptr };

if (IsEmpty()) {

front = rear = newNode;

}

else {

rear->next = newNode;

rear = newNode;

}

count++;

}

// Lấy phần tử ra khỏi hàng đợi

string Dequeue() {

if (IsEmpty()) return "";

Node\* temp = front;

string value = front->data;

front = front->next;

if (front == nullptr) rear = nullptr;

delete temp;

count--;

return value;

}

// Hiển thị hàng đợi

void Show(string label) {

cout << label << ": ";

Node\* temp = front;

while (temp) {

cout << temp->data << " ";

temp = temp->next;

}

cout << endl;

}

};

// Xếp lịch cặp múa nam/nữ

void FormLines(LinkedQueueInt& male, LinkedQueueInt& female) {

string dancers[] = {

"F Trang", "M Truc", "M Thien", "M Bao", "F Thu",

"M Tien", "F Thuy", "M Nghia", "F Thao", "M Phuoc",

"M Hung", "F Vy"

};

int n = 12;

for (int i = 0; i < n; i++) {

if (dancers[i][0] == 'M')

male.Enqueue(dancers[i].substr(2)); // Bỏ "M "

else

female.Enqueue(dancers[i].substr(2)); // Bỏ "F "

}

}

// Ghép cặp vũ công

void StartDancing(LinkedQueueInt& male, LinkedQueueInt& female) {

cout << "Cac cap dien vien:\n";

int pairs = 4; // Số cặp có thể nhảy đồng thời

for (int i = 0; i < pairs; i++) {

if (!male.IsEmpty() && !female.IsEmpty())

cout << male.Dequeue() << " - " << female.Dequeue() << endl;

else

break;

}

}

// Hiển thị người tiếp theo

void HeadOfLine(LinkedQueueInt& male, LinkedQueueInt& female) {

if (!male.IsEmpty() && !female.IsEmpty())

cout << "Cap dien vien ke tiep: " << male.front->data << " - " << female.front->data << endl;

else if (!male.IsEmpty())

cout << "Dien vien nam ke tiep: " << male.front->data << endl;

else if (!female.IsEmpty())

cout << "Dien vien nu ke tiep: " << female.front->data << endl;

}

// Cấu trúc LinkedQueueInt cho Radix Sort (hàng đợi số nguyên)

struct RadixQueue {

struct IntNode {

int data;

IntNode\* next;

};

IntNode\* front;

IntNode\* rear;

int count;

void Init() {

front = rear = nullptr;

count = 0;

}

bool IsEmpty() { return count == 0; }

void Enqueue(int value) {

IntNode\* newNode = new IntNode{ value, nullptr };

if (IsEmpty()) {

front = rear = newNode;

}

else {

rear->next = newNode;

rear = newNode;

}

count++;

}

int Dequeue() {

if (IsEmpty()) return -1;

IntNode\* temp = front;

int value = front->data;

front = front->next;

if (front == nullptr) rear = nullptr;

delete temp;

count--;

return value;

}

};

// Thuật toán Radix Sort sử dụng hàng đợi liên kết

void RadixSort(vector<int>& arr) {

RadixQueue buckets[10]; // 10 hàng đợi (0-9)

for (int i = 0; i < 10; i++) buckets[i].Init();

int maxValue = \*max\_element(arr.begin(), arr.end());

int exp = 1;

while (maxValue / exp > 0) {

for (int num : arr) {

int bucketIndex = (num / exp) % 10;

buckets[bucketIndex].Enqueue(num);

}

int index = 0;

for (int i = 0; i < 10; i++) {

while (!buckets[i].IsEmpty())

arr[index++] = buckets[i].Dequeue();

}

exp \*= 10;

}

}

int main() {

// \*\*Bài toán xếp lịch cặp múa nam/nữ\*\*

cout << "\n=== Bai toan xep lich cap mua nam/nu ===\n";

LinkedQueueInt males, females;

males.Init();

females.Init();

FormLines(males, females);

males.Show("Danh sach dien vien nam");

females.Show("Danh sach dien vien nu");

StartDancing(males, females);

if (!males.IsEmpty() || !females.IsEmpty()) {

HeadOfLine(males, females);

StartDancing(males, females);

}

// \*\*Bài toán Radix Sort\*\*

cout << "\n=== Bai toan Radix Sort ===\n";

vector<int> arr = { 170, 45, 75, 90, 802, 24, 2, 66 };

cout << "Mang truoc khi sap xep: ";

for (int num : arr) cout << num << " ";

cout << endl;

RadixSort(arr);

cout << "Mang sau khi sap xep: ";

for (int num : arr) cout << num << " ";

cout << endl;

return 0;

}

Run code
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AI-generated content may be incorrect.](data:image/png;base64,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)

**BÀI TẬP MỞ RỘNG**

**Bài 1. Dùng stack khử đệ qui**

(a) Viết chương trình đệ qui / khử đệ qui (dùng stack) cho bài toán tính số Fibonancy, đảo ngược số

(b) Viết chương trình đệ qui / khử đệ qui (dùng stack) cho bài toán đảo ngược số

(c) HanoiTower là một tháp có nhiều tầng, tầng nhỏ nằm trên tầng lớn. Sau đó viết phương thức di chuyển tháp này

từ vị trí 1 đến vị trí 3 thông qua vị trí trung gian 2; mỗi lần chỉ được di chuyển tầng trên cùng của tháp và tại mỗi

vị trí 1, 2, và 3 đều là tháp. Hãy viết chương trình đệ qui / khử đệ qui cho bài toán tháp Hà Nội.

CODE

#include <iostream>

#include <stack>

using namespace std;

// (a) Fibonacci bang de quy

int fibonacciDeQuy(int n) {

if (n <= 1) return n;

return fibonacciDeQuy(n - 1) + fibonacciDeQuy(n - 2);

}

// Fibonacci khong de quy (dung stack)

int fibonacciStack(int n) {

if (n <= 1) return n;

stack<int> s;

s.push(n);

int a = 0, b = 1;

while (!s.empty()) {

int num = s.top(); s.pop();

if (num == 1) return b;

if (num == 0) return a;

s.push(num - 1);

s.push(num - 2);

}

return 0;

}

// (b) Dao nguoc so bang de quy

int daoNguocSoDeQuy(int n, int rev = 0) {

if (n == 0) return rev;

return daoNguocSoDeQuy(n / 10, rev \* 10 + n % 10);

}

// Dao nguoc so khong de quy (dung stack)

int daoNguocSoStack(int n) {

stack<int> s;

while (n > 0) {

s.push(n % 10);

n /= 10;

}

int reversed = 0, factor = 1;

while (!s.empty()) {

reversed += s.top() \* factor;

s.pop();

factor \*= 10;

}

return reversed;

}

// (c) Thap Ha Noi bang de quy

void hanoiDeQuy(int n, char from, char to, char aux) {

if (n == 1) {

cout << "Move disk 1 from " << from << " to " << to << endl;

return;

}

hanoiDeQuy(n - 1, from, aux, to);

cout << "Move disk " << n << " from " << from << " to " << to << endl;

hanoiDeQuy(n - 1, aux, to, from);

}

int main() {

int n = 5;

cout << "Fibonacci (de quy) cua " << n << ": " << fibonacciDeQuy(n) << endl;

cout << "Fibonacci (stack) cua " << n << ": " << fibonacciStack(n) << endl;

int num = 1234;

cout << "Dao nguoc (de quy) cua " << num << ": " << daoNguocSoDeQuy(num) << endl;

cout << "Dao nguoc (stack) cua " << num << ": " << daoNguocSoStack(num) << endl;

int disks = 3;

cout << "Thap Ha Noi (de quy) voi " << disks << " dia:" << endl;

hanoiDeQuy(disks, 'A', 'C', 'B');

return 0;

}

Run code
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**Bài 2. Mê Cung (MECUNG.\*)**

Cho mê cung kích thước N dòng và M cột. Ô (i,j) có giá trị 0 (không có chướng ngại), 1 (có chướng ngại). Một người

xuất phát từ ô (x0,y0) và di chuyển qua trái, qua phải, trên và dưới qua các ô không có chướng ngại. Hỏi người đó có đi

tới được ô (x1,y1)? Nếu có, chỉ đường đi từ (x0,y0) đến (x1,y1). (Áp dụng BFS – hàng đợi và DFS – ngăn xếp).

Dữ liệu:

• Dòng đầu chứa N M x0 y0 x1 y1, ứng với số dòng, số cột mê cung, điểm xuất phát, điểm cần đi tới.

• N dòng tiếp, mỗi dòng có M số chứa 0 (không có chướng ngại) hoặc 1 (có chướng ngại).

Kết quả:

• Dòng đầu tiên ghi số 0 hoặc K với 0 ứng với không có lộ trình, K ứng với có lộ trình và đi qua K ô.

• Nếu có lộ trình, K dòng, mỗi dòng ghi u v, trong đó (u,v) là 1 ô trong lộ trình từ (x0,y0) đến (x1,y1).

CODE

#include <iostream>

#include <vector>

using namespace std;

struct Node {

int x, y;

Node\* next;

};

struct Stack {

Node\* top = nullptr;

void push(int x, int y) {

Node\* newNode = new Node{ x, y, top };

top = newNode;

}

void pop(int& x, int& y) {

if (!top) {

x = -1; y = -1;

return;

}

Node\* temp = top;

x = temp->x;

y = temp->y;

top = top->next;

delete temp;

}

bool empty() { return top == nullptr; }

};

struct Queue {

Node\* front = nullptr, \* rear = nullptr;

void push(int x, int y) {

Node\* newNode = new Node{ x, y, nullptr };

if (!rear) front = rear = newNode;

else {

rear->next = newNode;

rear = newNode;

}

}

void pop(int& x, int& y) {

if (!front) {

x = -1; y = -1;

return;

}

Node\* temp = front;

x = temp->x;

y = temp->y;

front = front->next;

if (!front) rear = nullptr;

delete temp;

}

bool empty() { return front == nullptr; }

};

void inMeCung(const vector<vector<int>>& maze) {

for (const auto& row : maze) {

for (int cell : row) {

cout << (cell ? "# " : ". ");

}

cout << endl;

}

cout << endl;

}

bool bfsMeCung(vector<vector<int>>& maze, int N, int M, int x0, int y0, int x1, int y1) {

Queue q;

vector<vector<bool>> visited(N, vector<bool>(M, false));

vector<vector<int>> parentX(N, vector<int>(M, -1));

vector<vector<int>> parentY(N, vector<int>(M, -1));

q.push(x0, y0);

visited[x0][y0] = true;

int dx[] = { 1, -1, 0, 0 }, dy[] = { 0, 0, 1, -1 };

while (!q.empty()) {

int x, y;

q.pop(x, y);

if (x == x1 && y == y1) {

vector<int> pathX, pathY;

while (x != -1 && y != -1) {

pathX.push\_back(x);

pathY.push\_back(y);

int px = parentX[x][y];

int py = parentY[x][y];

x = px;

y = py;

}

cout << "Duong di BFS:\n";

for (int i = pathX.size() - 1; i >= 0; i--) {

cout << pathX[i] << " " << pathY[i] << endl;

}

return true;

}

for (int i = 0; i < 4; i++) {

int nx = x + dx[i], ny = y + dy[i];

if (nx >= 0 && ny >= 0 && nx < N && ny < M && maze[nx][ny] == 0 && !visited[nx][ny]) {

visited[nx][ny] = true;

parentX[nx][ny] = x;

parentY[nx][ny] = y;

q.push(nx, ny);

}

}

}

return false;

}

bool dfsMeCung(vector<vector<int>>& maze, int N, int M, int x0, int y0, int x1, int y1) {

Stack s;

vector<vector<bool>> visited(N, vector<bool>(M, false));

vector<vector<int>> parentX(N, vector<int>(M, -1));

vector<vector<int>> parentY(N, vector<int>(M, -1));

s.push(x0, y0);

visited[x0][y0] = true;

int dx[] = { 1, -1, 0, 0 }, dy[] = { 0, 0, 1, -1 };

while (!s.empty()) {

int x, y;

s.pop(x, y);

if (x == x1 && y == y1) {

vector<int> pathX, pathY;

while (x != -1 && y != -1) {

pathX.push\_back(x);

pathY.push\_back(y);

int px = parentX[x][y];

int py = parentY[x][y];

x = px;

y = py;

}

cout << "Duong di DFS:\n";

for (int i = pathX.size() - 1; i >= 0; i--) {

cout << pathX[i] << " " << pathY[i] << endl;

}

return true;

}

for (int i = 0; i < 4; i++) {

int nx = x + dx[i], ny = y + dy[i];

if (nx >= 0 && ny >= 0 && nx < N && ny < M && maze[nx][ny] == 0 && !visited[nx][ny]) {

visited[nx][ny] = true;

parentX[nx][ny] = x;

parentY[nx][ny] = y;

s.push(nx, ny);

}

}

}

return false;

}

int main() {

vector<vector<int>> maze = {

{0, 1, 0, 0},

{0, 0, 0, 1},

{1, 0, 1, 0},

{0, 0, 0, 0}

};

int N = 4, M = 4, x0 = 0, y0 = 0, x1 = 3, y1 = 3;

cout << "Me cung ban dau:\n";

inMeCung(maze);

if (!bfsMeCung(maze, N, M, x0, y0, x1, y1)) {

cout << "Khong co duong di BFS" << endl;

}

if (!dfsMeCung(maze, N, M, x0, y0, x1, y1)) {

cout << "Khong co duong di DFS" << endl;

}

return 0;

}

Run code

-> ![A screenshot of a computer

AI-generated content may be incorrect.](data:image/png;base64,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)